**GROUP – B**

**Assignment No: 4**

====================================================================

**Title:-** Implement K-Nearest Neighbors algorithm on diabetes.csv dataset. Compute confusion matrix, accuracy, error rate, precision and recall on the given dataset.

=====================================================================**Objective:-**

-To learn about KNN Algorithm

- To understand the concept of Confusion Matrix, Precision, Recall, Error Rate

=====================================================================

**Theory:-**

* **K-Nearest Neighbors (KNN) Algorithm**

KNN algorithm is a supervised machine learning algorithm that deals with similarity. KNN stands for K-Nearest Neighbors. It’s basically a classification algorithm that will make a prediction of a class of a target variable based on a defined number of nearest neighbors. It will calculate distance from the instance you want to classify to every instance of the training dataset, and then classify your instance based on the majority classes of k nearest instances.

* **Confusion Matrix**

A confusion matrix is a matrix that summarizes the performance of a machine learning model on a set of test data. It is often used to measure the performance of classification models, which aim to predict a categorical label for each input instance. The matrix displays the number of true positives (TP), true negatives (TN), false positives (FP), and false negatives (FN) produced by the model on the test data.
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* **Recall**

Recall, also known as the true positive rate (TPR), is the percentage of data samples that a machine learning model correctly identifies as belonging to a class of interest—the “positive class”—out of the total samples for that class. Recall is a metric used for classification in supervised learning. Machine learning recall is calculated on top of these values by dividing the true positives (TP) by everything that should have been predicted as positive (TP + FN). The recall formula in machine learning is:
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* **Precision**

Precision is the percentage of data samples that a machine learning model correctly identifies for the positive class out of all samples predicted to belong to that class.

![](data:image/png;base64,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)

* **Error Rate**

Error rate refers to a measure of the degree of prediction error of a model made with respect to the true model. The term error rate is often applied in the context of classification models. In this context, error rate = P(λ(X)≠Y ), where XY is a joint distribution and the classification model λ is a function X → Y. Sometimes this quantity is expressed as a percentage rather than a value between 0.0 and 1.0. The error rate of a model is often assessed or estimated by applying it to test data for which the class labels (Y values) are known. The error rate of a classifier on test data may be calculated as number of incorrectly classified objects/total number of objects.

* **Dataset Description**

This dataset is originally from the National Institute of Diabetes and Digestive and Kidney Diseases. The objective is to predict based on diagnostic measurements whether a patient has diabetes. Several constraints were placed on the selection of these instances from a larger database. In particular, all patients here are females at least 21 years old of Pima Indian heritage. The data file diabetes.csv contains 9 features with 768 data. The features or variables are the following:

1. Pregnancies: Number of times pregnant
2. Glucose: Plasma glucose concentration a 2 hours in an oral glucose tolerance test
3. BloodPressure: Diastolic blood pressure (mm Hg)
4. SkinThickness: Triceps skin fold thickness (mm)
5. Insulin: 2-Hour serum insulin (mu U/ml)
6. BMI: Body mass index (weight in kg/(height in m)^2)
7. DiabetesPedigreeFunction: Diabetes pedigree function
8. Age: Age (years)
9. Outcome: Class variable (0 or 1)

* Code Explanation:

*import pandas as pd*

*import seaborn as sns*

*df=pd.read\_csv('diabetes.csv')*

*df*

Import all libraries required for read values from dataset. The import seaborn portion of the code tells Python to bring the Seaborn library into your current environment.

*#input data*

*x= df.drop('Outcome',axis=1)*

*#output data*

*y=df['Outcome']*

*sns.countplot(x=y);*

A count plot can be thought of as a histogram across a categorical, instead of quantitative, variable. The basic API and options are identical to those for barplot(), it can compare counts across nested variables.

*y.value\_counts()*

Pandas y.value\_counts() function return a Series containing counts of unique values. The resulting object will be in descending order so that the first element is the most frequently-occurring element.

*#feature scaling*

*from sklearn.preprocessing import MinMaxScaler*

*scaler = MinMaxScaler()*

*x\_scaled = scaler.fit\_transform(x)*

Transform features by scaling each feature to a given range. This estimator scales and translates each feature individually such that it is in the given range on the training set, e.g. between zero and one. This transformation is often used as an alternative to zero mean, unit variance scaling. MinMaxScaler doesn’t reduce the effect of outliers, but it linearily scales them down into a fixed range, where the largest occuring data point corresponds to the maximum value and the smallest one corresponds to the minimum value.

Standardize features by removing the mean and scaling to unit variance.

The standard score of a sample x is calculated as:

z = (x - u) / s

where u is the mean of the training samples or zero if with\_mean=False, and s is the standard deviation of the training samples or one if with\_std=False. StandardScaler is sensitive to outliers, and the features may scale differently from each other in the presence of outliers. For example visualization, refer to Compare StandardScaler with other scalers. This scaler can also be applied to sparse matrices by passing with\_mean=False to avoid breaking the sparsity structure of the data.

*#cross validation*

*from sklearn.model\_selection import train\_test\_split*

*x\_train,x\_test,y\_train,y\_test= train\_test\_split(x,y,random\_state=0,test\_size=0.25)*

*x.shape*

*x\_train.shape*

Split arrays or matrices into random train and test subsets. Quick utility that wraps input validation, next(ShuffleSplit().split(X, y)), and application to input data into a single call for splitting (and optionally subsampling) data into a one-liner. For neural networks you have input features (X) and output labels (Y). It's very important to split your data into a training dataset and testing dataset. To make this easy sklearn has a function called train\_test\_split(\*arrays, test\_size=None, train\_size=None, random\_state=None, shuffle=True, stratify=None). It is because X will be split into X\_train (75%) and X\_test (25%) and then Y will be split into y\_train (75%) and y\_test (25%). It's all put onto one line.

*from sklearn.neighbors import KNeighborsClassifier*

*knn=KNeighborsClassifier(n\_neighbors=5)*

*knn.fit(x\_train,y\_train)*

Classifier implementing the k-nearest neighbors vote. A fixed value of 5 for k, but it need to optimize. Create an instance of the kNN model, then fit this into training data and pass both the features and the target variable, so the model can learn.

*from sklearn.metrics import accuracy\_score, ConfusionMatrixDisplay*

*from sklearn.metrics import classification\_report*

*y\_pred = knn.predict(x\_test)*

*ConfusionMatrixDisplay.from\_predictions(y\_test,y\_pred)*

*print(classification\_report(y\_test,y\_pred))*

Confusion Matrix visualization use from\_estimator or from\_predictions to create a ConfusionMatrixDisplay. All parameters are stored as attributes. Build a text report showing the main classification metrics.

*import matplotlib.pyplot as plt*

*import numpy as np*

*error = []*

*for k in range (1,41):*

*knn = KNeighborsClassifier(n\_neighbors=k)*

*knn.fit(x\_train,y\_train)*

*pred=knn.predict(x\_test)*

*error.append(np.mean(pred!= y\_test))*

*error*

*plt.figure(figsize=(16,9))*

*plt.xlabel('Value of K')*

*plt.ylabel('Error')*

*plt.grid()*

*plt.xticks(range(1,41))*

*plt.plot(range(1,41),error,marker='.')*

*knn = KNeighborsClassifier(n\_neighbors=33)*

*knn.fit(x\_train,y\_train)*

*y\_pred = knn.predict(x\_test)*

*print(classification\_report(y\_test,y\_pred))*

The kNN model, along with our data and a number of splits to make. In the code below, we use five splits which means the model with split the data into five (i.e. knn =5, which mentioned in knn classifier) equal-sized groups. It will loop through each group and give an accuracy score, which we average to find the best model.

=====================================================================

**Conclusion:-**

Thus we have studied how to Implement K-Nearest Neighbors algorithm on diabetes dataset and Confusion Matrix.

=====================================================================